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Introduction
The purpose of this lab is to study the CPU of a CISC computer.  When this lab is complete, a CISC CPU will have been constructed in VHDL and its instruction fetch sequence simulated.  Construction of the CPU will proceed in three steps.  First, the Internal Architecture will be designed using the MaxPlusII Graphic Editor.  Then, the CPU controller will be constructed also using the Graphic Editor.  Finally, the CPU controller and Internal Architecture will be wired together along with a few other components to form the CPU of the Sweet16 processor.
Design

A. Sweet16 Internal Architecture
The internal architecture of the Sweet16 is nothing more than the 16-bit RALU designed in Lab 1 along with various MUX’s to control the flow of data in and out of the RALU.  In the Preparation section we will discuss the actual construction of this component and its logical make-up.
B. Sweet16 Controller
The Sweet16 controller is made up of the register-based microprogrammed state machine controller designed in Lab 2 along with a 256 word x 56 bit microprogram memory, a MapRom, a pipeline register, and an instruction register.  The MapRom is used to determine the appropriate insertion point into the microprogram memory.  The microcontroller generates the proper control signals for the internal architecture according to the execution of the appropriate microinstructions.  The specific architecture of this component will be discussed in depth in the Preparation section that follows.
C. Sweet16 CPU
With a functioning internal architecture and controller, the CPU of the Sweet16 can be produced by simply wiring these two components together along with a tri-state buffer to allow the bidirection of the data bus and a Memory Address Register.  The preparation section following will discuss the logical design of the CPU in further detail.
Preparation

A. Sweet16 Internal Architecture
The Internal Architecture of the Sweet16 was created using the MaxPlusII Graphic Editor (see the Sweet16 Internal Architecture datasheet in Appendix D for more information about this component).  Figure 1 shows the Sweet16 Internal Architecture graphic design file created in MaxPlusII.  This graphic design file was made to implement the logical structure of the internal architecture.  Figure 2 shows the logical diagram of the Sweet16 Internal Architecture.  The macro status register flags C, V, S, and Z were brought out of the design as outputs, though there is no real need to do so other than for debugging purposes.  The design of the internal architecture includes numerous MUX’s to control the flow of data within the architecture.  These MUX’s will eventually be controlled by control signals generated by the Sweet16 Controller.
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Figure 1: sw16intarch.gdf
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Figure 2: Sweet16 Internal Architecture Logical Diagram
B. Sweet16 Controller
The Sweet16 Controller was created using the MaxPlusII Graphic Editor (see the Sweet16 Controller datasheet in Appendix D for more information about this component).  Figure 3 shows the Sweet16 Controller graphic design file created in MaxPlusII, sw16cont.gdf.  This graphic design file was made to implement the logical structure of the controller shown in Figure 4.  The microprogram address, microinstruction opcode, condition code select, and branch address signals were brought out of the controller design as outputs for use in verification and debugging of the component.
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Figure 3: sw16cont.gdf
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Figure 4: Sweet16 Controller Logical Diagram
C. Sweet16 CPU
The Sweet16 CPU was created using the MaxPlusII Graphic Editor (see the Sweet16 CPU datasheet in Appendix D for more information about this component).  Figure 5 shows the Sweet16 CPU graphic design file created in MaxPlusII, sw16cpu.gdf.  This graphic design file was made to implement the logical structure of the central processing unit shown in Figure 6.  As Figure 5 shows, both the Sweet16 Controller and the Sweet16 Internal Architecture components were used in the design of the CPU.  A tristate buffer component, tsbuf_16.vhd, was used to allow the data bus to be bidirectional inside the CPU.  Another additional component, the Memory Address Register (regld_16), was added to complete the design of the Sweet16 CPU.
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Figure 5: sw16cpu.gdf
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Figure 6: Sweet16 CPU Logical Diagram
Testing and Verification

A. Sweet16 Internal Architecture
To test the Internal Architecture of the Sweet16, a waveform simulation file was created in MaxPlusII’s waveform editor.  A few test vectors were applied to the design to test its performance (see Appendix B, 8. Sweet16 Internal Architecture Waveform Simulation: sw16intarch.scf for the complete waveform simulation results).  Figure 7 shows the portion of the waveform simulation devoted to testing the ALU functions on data in the general purpose registers.  Table 1 shows the data that was loaded into the corresponding registers.  Annotation 1 in the Figure shows the F = B – A function being performed (FSEL = 3).  As the annotation shows, the two registers being used are A = R1 = 0x7FFF and B = R2 = 0x0001.  This is because the AMUXSEL is set to 0 so that the A_ADDR[4..0] input of the RALU gets PL_REGA[4..0] as its input.  The BMUX_SEL is also set to 0 so the B_ADDR[4..0] and C_ADDR[4..0] inputs to the RALU get PL_REGA[4..0] as their value.  If the subtraction operation is functioning properly, the value 0x7FFE should appear on the D_OUT[15..0] bus when Cin = 1, as it does.  
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Figure 7: Portion of sw16intarch.scf
	Address
	Register
	Data (Hex)

	0x00
	R0
	0000

	0x01
	R1
	7FFF

	0x02
	R2
	0001

	0x03
	R3
	FFFF

	0x04
	R4
	1111

	0x05
	R5
	2222

	0x06
	R6
	1234


Table 1: Register Array Data

After reviewing the remaining portion of the waveform simulation results, it is evident that the Internal Architecture of the Sweet16 is functioning properly.  
B. Sweet16 Controller
In order to test the Sweet16 Controller component, its two ROM components first had to be loaded with appropriate memory information files.  The Microprogram Memory was loaded with “usw16.mif” which was generated by the s2mif56 executable file with “usw16.s” as its input.  This file contains the microcode necessary to execute any instruction in the Sweet16 Instruction Set.  The MapRom was then loaded with “maprom.mif”.  This file allows the MapRom to correctly choose the appropriate insertion point into the microprogram memory according to the instruction being executed.  
With the two ROM components loaded with memory information files, it is now possible to compile and simulate the component.  A waveform simulation file sw16cont.scf was created to verify this component.  A small set of test vectors were applied in simulation to assess the validity of the controller.  Figure 8 shows the waveform simulation applied to the controller component.  The instruction 0x2B34 (LDR R3,R4) was used to test the controller.  
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Figure 8: Portion of sw16cont.scf
As the Figure shows, it takes 6 clock cycles for the instruction to be loaded into the Instruction register.  In the 5th clock cycle, the microprogram insertion point is chosen by the MapRom.  Annotation 1 in the Figure shows this by highlighting the microprogram address bus and its value during the 5th clock cycle, 0x6F.  Taking a look at the usw16.asm file, we can see that an entry point at address 0x6F corresponds to the instruction LDR.  Figure 9 shows a portion of the usw16.asm code.  Annotation 1 in Figure 9 shows the entry point of 0x6F corresponding to the LDR instruction.  


ORGA
$6E

XORR:



JUMP
FETCH



endsc




ORGA
$6F

LDR:



JUMP
FETCH



endsc



ORGA
$70

UMULR:



JUMP
FETCH



endsc

Figure 9: Portion of usw16.asm
After reviewing the waveform simulation results, it is clear that the controller for the Sweet16 is functioning properly. 
C. Sweet16 CPU
A similar test was applied to the Sweet16 CPU component to verify its performance.  Figure 10 below shows the waveform simulation file for the CPU (see Appendix B, 10. Sweet16 CPU Waveform Simulation: sw16cpu.scf for the complete waveform simulation results).  As the Figure shows, first the CPU was reset.  Then, once the read strobe was asserted by the controller, the machine code for an LDR R3,R4 instruction, 0x2B34, was placed onto the data bus.  The read strode is appropriately held true for 4 clock cycles, after which the Instruction Register is then loaded with the corresponding opcode and r1 and r2 values.  Annotation 1 in the Figure shows the appropriate data being loaded into the Instruction Register.  Also, one can see the correct microprogram address, 0x6F, being placed onto the up_addr[7..0] bus after the sixth clock cycle (see Annotation 2 in the Figure).  
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Figure 10: Portion of sw16cpu.scf
It is clear from reviewing the waveform simulation results of the CPU that this component functions as desired.
Conclusion

It is obvious after reviewing the results of the tests applied to the sw16intarch.gdf, sw16cont.gdf, and sw16cpu.gdf components that they accurately reflect the desired behavior of the Internal Architecture, Controller, and CPU that we are designing for the Sweet16 processor.  With a functioning CPU, we are now able to begin assembling the complete Sweet16 processor with the addition of external memory and I/O.  
Lab Questions:
1. In which clock cycles (of the first 6) was the ISP’s PC incremented?
The ISP’s PC is incremented in the 2nd and 6th clock cycles.  
2. Why was the ISP’s PC incremented twice?  Could we have added two to it in a single cycle?  Did the technique used cost any time?
The PC was incremented twice because the RALU allows a register to be incremented by 1 during a single clock cycle through the use of function 1 (FSEL = 1).  This function adds the Cin value to the data from the B-side register of the register array.  Since the controller also controls the CNSEL signal, it is able to choose Cin = 1 to allow the register to effectively be incremented by 1.  Therefore, the incrementing of the register does not cost any time, whereas an addition of two would require multiple clock cycles to accomplish.
3. What are the units of address in the ISP?  Does this change because we have a 16-bit data bus for Sweet16?
In the Sweet16, only two-byte word-aligned addresses can be referenced, since address bit 0 is not even connected to the address inputs of the external memory components.  Since the data bus is 16-bits wide, the lower 8 bits of the bus are connected to the data output of the “low-byte” memory and the upper 8-bits are connected to the data output of the “upper-byte” memory.
4. Why were there so many cycles used to access external memory during the instruction fetch sequence?

Multiple clock cycles were used to access external memory during the instruction fetch because the external memory requires a sufficient amount of time for the data to stabilize on the bus (memory access time).  The read strobe is held true for 4 clock cycles to make certain that the correct data is latched instead of possibly latching the garbage that occurs before stabilization.
5. Describe the path that the ISP’s opcode follows to become the address of the microinstruction that implements the opcode.  (Use LDR R3,R4 as an example).

The ISP’s opcode is contained in the upper byte of the data bus.  This data is fed into the Map ROM as the 8-bit address input.  Then, the data that is at this address (the insertion point into the Microprogram Memory) is fed into the microcontroller and is then outputted as the address for the microprogram memory.  Given the starting address in the microprogram memory, the controller will then execute all of the necessary microinstructions to carry out this instruction.  Figure 11 shows the path taken by the opcode described above.
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Figure 11: Path of opcode through Sweet16 Controller
The dashed arrows show the path the opcode takes to become the microinstructions that eventually implement the instruction being executed.
What is the address of the first microinstruction in the “LDR” execution sequence in the microprogram?  

The first microinstruction in the “LDR” execution is the microinstruction that resides at address 0x6F in the microprogram memory.  This translates to microinstruction 2, “Jump to branch address.” 



Addr[7..0] = 6F



































Map_bus[7..0] = 6F





Instruction: LDR R3, R4


opcode = D_IN[15..8] = 2B
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